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#### Abstract

This project aims to develop and implement a torque based control algorithm that enables a 5 Degree of Freedom manipulator (robotic arm) to move its end-effector to a specific location in the joint-space using torque inputs for specific links. This manipulator can then be mounted on mobile robots or quadrotors for specific applications. The mobile arm shall have promising applications in sectors like manufacturing, retail, commerce and, aerospace.

We have used the ROBOTIS Open Manipulator-X for all implementation and analysis purposes. Open Manipulator-X is an open source 5 DOF robotic arm prototyping platform that can be manipulated using its SDK as well as standard ROS (Robot Operating System) tools. We have executed the project in 3 stages namely: familiarization, basic implementation and, robust implementation. During familiarization, the task cut-out was to understand working of the Open Manipulator and the Dynamixel- XM430 series of motors that are used in each of the manipulator's links. The subsequent stages were basic and robust implementation which were mainly about implementation in simulation and real-world respectively.

In this study, we have simulated the Open Manipulator-X in Gazebo using standard ROS packages. We have successfully demonstrated control of the Open Manipulator' simulation using an open source GUI controller as well as tele-operation using keyboard commands. Our key contribution in this work has been the development and implementation of a torque-based position controller for this simulation, which we have explained in later sections of this report.

Since, we have demonstrated torque-based position control for the Open Manipulator, this would pave the way for application of a variety modern control algorithms on it. Thus, enhancing its utility in automation applications

Hardware used: Open Manipulator-X, Dynamixel- XM 430 motors. Software used: Dynamixel SDK, ROS-Kinetic, Gazebo, Ubuntu 16.04(Operating System). Programming Languages: Python, C++
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## CHAPTER 1

INTRODUCTION

This chapter aims to give an overview of the overall aspects of this work. We first describe the nature of problem at hand, approach for solution and the progress made.

Most modern day manipulators operate in position-control mode. Although position control provides stability and is well suited for movement of the end-effector to desired coordinates; Manipulation of external objects is best handled in torque-control mode as it provides techniques to accommodate external forces and other non-linear behaviour in the system's model.

As of now, torque-controlled manipulators are being employed only for research purposes most of which happens to be in academia. Industrial applications are still carried out in positioncontrol mode itself. Industries require torque-controlled manipulators to perform nuanced operations. Thus, a well-designed product that bridges this gap is the need of the hour.

Since, our implementation will be on an open source platform; the software we develop will be applicable to most industry-grade manipulators as well thus acting as a template for better controlled future robotic manipulators.

### 1.1 Objective

1.1.1 Primary Objective: To implement a standard torque-control algorithm on the Open Manipulator- $X$ for trajectory-tracing by its end-effector; while operating its Dynamixel XM-430 motors in "current based position" mode and obtaining appropriate current feedback from them.
1.1.2 Secondary Objective: To couple the Open Manipulator- $X$ with a $[\mathrm{RaspberryPi}+$ Pixhawk-PX4] controlled Quad Rotor followed by control of the overall system's dynamics.

### 1.4 Organization of Report

The report is organised in the same fashion as mentioned on the "contents" page. We provide a background about the hardware, its specifications and necessary details about the controller already in-place in Chapter-2 (Background Theory). We then focus on our research approach, mathematical aspects of our controller in chapter-3 (Methodology). We present the implementation of this controller in Chapter-4 (Result Analysis). We discuss the insights obtained from analysis of results and scope of future work in the final chapter (Chapter-5).

## CHAPTER 2 BACKGROUND THEORY

In this chapter, we discuss the theoretical aspects of the hardware we are working on, its supporting software, background knowledge of the algorithm we plan on implementing and its simulation.

Introduction to Project Title: The title "Implementation of Torque Based Position Control for trajectory tracing by a Five DOF Robotic Manipulator" implies that:
i. We intend to implement a control algorithm which models the system as something that takes motor-current as input and returns position coordinates of the end-effector as output. The desired torque to commanded current conversion shall be a part of the algorithm itself. ii. This controller will be deployed on the Open Manipulator- $X$ which is a 5 Degree of Freedom Manipulator (1-Base, 3-Links and 1-Gripper). Motion of each of its links is governed by a Dynamixel-XM430 servo motor.

### 2.1 Literature Review

We present the theoretical understanding developed thus far by going through various sources related different aspects of the project in this section.

### 2.1.1 The Open Manipulator- $X$



Figure 2.1: Physical Depiction of The Open Manipulator-X, Source: ROBOTIS e-manual for Open Manipulator- $\mathrm{X}^{[2]}$

The Open Manipulator is a $\operatorname{ROS}$ (Robot Operating System) enabled, 5-DOF robotic manipulator, which is manufactured by ROBOTIS INC. It is interfaced by via the OpenCR(embedded board), which is a U2D2 converter that helps publish ROS messages to the Open Manipulator. Technical specifications of the manipulator are as follows:


Figure 2.2: Technical Drawings of the manipulator describing its structure and dimesnsions, Source: ROBOTIS e-manual for Open- Manipulator-X ${ }^{[2]}$

Table 2.1: Technical Specifications of the Manipulator, Source: ROBOTIS e-manual for Open Manipulator-X ${ }^{[2]}$

| Items | Unit | OpenMANIPULATOR-X |
| :--- | :--- | :--- |
| Actuator |  | DYNAMIXEL XM430-W350-T |
| Input Voltage | V | 12 |
| DOF | - | $5(4$ DOF + 1 DOF Gripper) |
| Payload | g | 500 |
| Repeatability | mm | $<0.2$ |
| Speed(Joint) | RPM | 46 |
| Weight | kg (lb) | $0.70(1.54)$ |
| Reach | mm (in) | $380(14.9)$ |
| Gripper Stroke | mm (in) | $20 \sim 75(0.79 \sim 2.95)$ |
| Communication | - | TTL Level Multidrop BUS |
| Software | - | ROS, DYNAMIXEL SDK, Arduino, Processing |
| Main Controller | - | PC, OpenCR |

### 2.1.2 The Dynamixel XM-430 motor (actuator)

Each of the 5 links in the Open Manipulator is actuated by this servo motor. The motor can be controlled either using the Dynamixel SDK (a python package developed by ROBOTIS Inc. or through ROS messages. Technical specifications of this motor are as follows:

Table 2.2: Dynamixel-XM430 Specifications, Source: ROBOTIS e-manual for Dynamixel-XM430 ${ }^{[5]}$

| Item | Specifications |
| :---: | :---: |
| MCU | ARM CORTEX-M3 (72[MHz], 32Bit) |
| Position Sensor | Contactless absolute encoder (12Bit, $360\left[^{\circ}\right]$ ) Maker : ams(www.ams.com), Part No : AS5045 |
| Motor | Coreless |
| Baud Rate | 9,600 [bps] ~ 4.5 [Mbps] |
| Control Algorithm | PID control |
| Resolution | 4096 [pulse/rev] |
| Backlash | 15 [arcmin] (0.25 [ ${ }^{\circ}$ ]) |
| Operating Modes | Current Control Mode <br> Velcoity Control Mode <br> Position Control Mode ( $0 \sim 360\left[^{\circ}\right.$ ) <br> Extended Position Control Mode (Multi-turn) <br> Current-based Position Control Mode <br> PWM Control Mode (Voltage Control Mode) |
| Weight | 82 [g] |
| Dimensions (W $\times \mathrm{H} \times \mathrm{D}$ ) | $28.5 \times 46.5 \times 34[\mathrm{~mm}]$ |

2.1.3 ROS + open-CR interface


Figure 2.3: Interfacing the Open Manipulator using ROS via the U2D2, Source: ROBOTIS e-manual for Open Manipulator-X ${ }^{[2]}$

The Robot Operating System (ROS) is a flexible framework for writing robot software. It is a collection of tools, libraries, and conventions that aim to simplify the task of creating complex and robust robot behaviour across a wide variety of robotic platforms. The U2D2 relays ROS messages (being published on specific topics) to the Open-CR thus enabling the manipulator to perform specific operations. Another method to control the Open Manipulator is via the Dynamixel Python SDK.

### 2.1.4 What is Torque-Control?

As stated in Ricardo P. Aguilera et al, Control of Power Electronic Components and Systems, 2018; Direct Torque control (DTC) for motor drive applications has been well established in both academia and industry. It offers a simple control structure, fast response, and robust operation. The torque and flux references are tracked using hysteresis controllers and a switching table implemented with LUT is used for selecting the optimum converter's output. Similarly, direct power control (DPC) for grid-connected applications was developed afterward to control the instantaneous active and reactive power directly by selecting the optimum switching state of the converter.


Figure 2.4: Block Diagram of a standard motor torque controller, Source: Ricardo P. Aguilera et al, Control of Power Electronic Components and Systems, 2018 ${ }^{[9]}$

### 2.1.5 About ROS

ROS is an open source Meta operating system. It provides a structured communications layer above the host operating systems of a heterogeneous compute cluster. ROS is a collection of libraries and APIs that enable us to treat the various components of a robot system as nodes and establish communication between them in the form of standard ROS messages being transmitted over ROS topics. Thus ROS is extremely helpful in interfacing multiple sensors and actuators over a single controller. It is highly useful for testing, simulation, and operation of complex robotic systems. The following figure illustrates the key functionality provided by ROS:


Figure 2.5: Overview of the Robot Operating System and its application scenario, Source: ROS Wiki ${ }^{[10]}$

### 2.1.6. About Gazebo

Gazebo offers the ability to accurately and efficiently simulate populations of robots in complex indoor and outdoor environments. It is a well-designed simulator that makes it possible to rapidly test algorithms, design robots, perform regression testing, and train AI system using realistic scenarios. It has a robust physics engine, high-quality graphics, and convenient programmatic and graphical interfaces. Most Importantly, It provides an interface for ROS packages to control simulated robots effectively. The following figure shows a simulation of the Open Manipulator-X in Gazebo:


Figure 2.6: The Open Manipulator - X upon spawn in the Gazebo simulation environment

### 2.2 Summary of literature review

Based on an extensive literature survey, we were able to narrow down the tools to be used for simulation and the techniques required for implementation of the torque based position controller. Both Gazebo and ROS are highly versatile platforms with a variety of capabilities for simulation of robots. Their ease of inter-operability, is an added advantage which makes integration and simulation of complex robots simpler.

## CHAPTER 3 <br> METHODOLOGY

This chapter aims to provide an overall idea of the process adopted to work on this research problem. We also highlight all hardware and software technologies used in this project along with their specific application, constraints and problems caused during execution.

### 3.1 Detailed Methodology

The following diagram illustrates the execution process adopted for this project:


Figure 3.1: A stage-wise graphical depiction of our proposed methodology.
We have accomplished the first three stages of our project execution along with GUI based manipulation, Tele-operation using keyboard, and formulation \& implementation of a torque based position controller. We have understood the fundamentals of torque-control and have derived necessary mathematical foundation for control and dynamics (inverse kinematics) of the Open Manipulator. We discuss this mathematical analysis in the sections that follow:

### 3.1.1. Kinematics

In this section, we discuss standard forward and inverse Kinematics of multiple link manipulators as discussed in "Introduction to Robotics" by John J. Craig ${ }^{[7]}$. These ideas shall be of particular interest at a later stage, when we proceed with the controller design.

### 3.1.1.1 Forward Kinematics

Forward Kinematics is used to calculate the position of the end effector and each joint w.r.t to The base frame by calculating the transformation matrix of one joint w.r.t to the previous joint. Consider the figure is shown below in which two joints are shown and are connected by the link. In the figure we have three frames $\{P\},\{Q\}$, and $\{R\}$. Frame $\{R\}$ differs from frame $\{i-1\}$ only by rotation $\alpha_{i-1}$ and Frame $\{\mathrm{Q}\}$ differs from $\{\mathrm{R}\}$ by a translation $d$.


Figure 3.2: Two joints connected by a link with Frames $\{P\},\{\mathrm{Q}\}$ and $\{\mathrm{R}\}$ as shown, source: "Introduction to Robotics" by John J. Craig ${ }^{[7]}$

The position of the $\mathrm{i}^{\text {th }}$ joint can be written with request to the joint $\mathrm{i}-1$ and the transformation matrix as follows. Here ${ }^{i} P$ defines the position of the $i^{t h}$ joint with respect to base or world frame and ${ }^{A} T_{B}$ defines the transformation matrix of $B$ with respect to $A$.

$$
\begin{gather*}
{ }^{i-1} P={ }_{R}^{i-1} T{ }_{Q}^{R} T{ }_{P}^{Q} T{ }_{i}^{P} T^{i} P  \tag{3.1.1}\\
{ }^{i-1} P={ }_{i}^{i-1} T^{i} P, \tag{3.1.2}
\end{gather*}
$$

The formulae discussed in the above excerpt can be used to calculate the position of each joint, considering the manipulator's base as the origin.

### 3.1.1.2 Inverse Kinematics

In this, we are given initial position and desired position, we have to calculate the change in the angular position of each joint required to reach the final desired position. This can be computed using the position change of joints, orientation change, and jacobian. There are many ways to calculate the inverse kinematics but the one described below is used in the open manipulator package. The change in the angular position matrix can be written in terms of Jacobian and change in the position and orientation matrix.

$$
\begin{equation*}
\Delta=J^{-1} \Delta S \tag{3.1.3}
\end{equation*}
$$



The jacobian can be calculated using the rotation matrix and the difference in the original position and desired position. This formula can be used to calculate the angular position change of the joints required to move the manipulator to the desired position.

### 3.1.2 Manipulation using GUI controller

Robotis provides an open source ROS package called open_manipulator_control_gui as part of the open_manipulator_controller API that enables a user to command specific joint-position values to the Gazebo simulation for realization of a position in Joint space/ Task space. This tool enables control of the gripper (attached to end-effector) as well. The following is a plot of the ROS nodes and ROS topics, along with the way they Publish/Subscribe to topics with each other. These nodes and their Publishers as well as Subscribers were realized in python using the rospy library.


Figure 3.3: rqt_graph depicting the various ROS nodes, their topics and messages being relayed in the GUI control for simulation

Here "/open_manipulator" depicts the input node \& "/open_manipulator/states" depicts the Rostopic that allows publication /subscription of a joint's angular position vector. "/gazebo" depicts the simulation node which subscribes to the "/open_manipulator/states" and reflects the command outputs in simulation.

### 3.1.3 Teleoperation using keyboard

The following figure shows the ROSnodes and Publisher/Subscriber structure teleoperation of the simulation using keyboard. Teleoperation essentially refers to moving particular joints of the openManipulaor's simulation in specific directions using keyboard commands.


Figure 3.4: rqt graph depicting the various ROS nodes, their topics and messages being relayed in the Teleoperation for simulation

### 3.2. Design of Torque Based Position Controller

In this section we present a detailed explanation of the based position controller that we have deployed on Link-4 Open Manipulator's simulation in Gazebo. The following figure provides an overall description of the controller:


Figure 3.5: Complete Block Diagram of the designed torque based position controller
The Robotis Position Controller is an open source package that is already employed by the Open Manipulator for position control. We have cascaded our torque based position controller with it to be able to provide position commands (calculated on the basis of torque input) to the pre-existing controller. The pre-existing ROBOTIS Position controller is responsible to taking a particular link to the desired position in simulation. We now take an in-depth look into the [PD controller for torque + Torque-position Transformer] block.

e $=$ Desired Position - Current Position

Figure 3.6: A detailed block diagram of the PD controller as implemented in cascade with the pre-existing position controller

We now examine the mathematical aspects and working of this controller in detail;

### 3.2.1 Mathematical Aspects of the Controller

Working of the torque based position controller for Link-4 is explained in the following steps:

By "position", we imply angular position; $\Theta$ in radians.

1. Let the desired (commanded) Position be $\mathrm{P}_{f}=\left[\begin{array}{c}P_{f x} \\ P_{f y} \\ P_{f z}\end{array}\right]$
2. Let the initial Position be $\mathrm{P}_{i}=\left[\begin{array}{c}P_{i x} \\ P_{i y} \\ P_{i z}\end{array}\right]$

Where Components along $\mathrm{X}, \mathrm{Y}$ and Z represent angular displacement from initial position along joints 1,2 and 3 respectively
3. Hence, the error in position (as shown in the block diagrams of the overall closed loop system as well as the PD torque controller) is given by:
$\mathrm{E}=\mathrm{P}_{f}-P_{i}=\left[\begin{array}{l}E_{x} \\ E_{y} \\ E_{z}\end{array}\right]$
Where; $\left[\begin{array}{l}E_{x}=P_{f x}-P_{i x} \\ E_{y}=P_{f y}-P_{i y} \\ E_{z}=P_{f z}-P_{i z}\end{array}\right]$
4. Now, as depicted in Fig. 3.6, Torque to be applied to motors along different joints is given by:
$\tau=K_{p} \cdot[E]+K_{d} \cdot[\dot{E}]$
where, $[\dot{E}]=\left[\begin{array}{l}\dot{E}_{x}=\frac{\partial E_{x}}{\partial A_{x}} \\ \dot{E_{x}}=\frac{\partial E_{x}}{\partial t_{x}} \\ \dot{E_{x}}=\frac{\partial E_{x}}{\partial t}\end{array}\right]$
5. Since our controller provides torque along the various joints as output and the ROBOTIS position controller takes position ( $\theta$ ) as input; it is important that we convert torque to position along different joints. To do so we use the Inertia Tensor [I] provided in the OpenManipulator's URDF (Unified Robot Description Format) file.
6. The Inertia Tensor provides values for Moment of Inertia of a rigid body about its centre of mass about its various possible axes of rotation. For our application, we are concerned only with the Inertia Tensor of OpenManipulator's Link-4, which is given by(All values are in $\mathrm{Kg}-\mathrm{m}^{2}$ ) :
$[I]=\left[\begin{array}{lll}I_{x x} & I_{x y} & I_{x z} \\ I_{y z} & I_{y y} & I_{y z} \\ I_{z x} & I_{z y} & I_{z z}\end{array}\right]=\left[\begin{array}{ccc}3.0654 \times 10^{-5} & -1.2764 \times 10^{-6} & -2.6874 \times 10^{-7} \\ 0 & 2.4230 \times 10^{-4} & 1.1559 \times 10^{-8} \\ 0 & 0 & 2.5155 \times 10^{-4}\end{array}\right]$
7. Since, $[\tau]=[I] \cdot[\alpha]$ Therefore, $[a]=[I]^{-1} \cdot[\tau]$.
where, $[\tau]$ is the torque vector, $[I]$ is the Inertia Tensor, and $[\alpha]$ is the angular acceleration vector.
8. Taking $[\tau]$ to be constant over an infinitesimally short period of time, $T(.01$ seconds) and taking $[\theta]$ to be the position output of the PD controller block we have;

$$
\left[\begin{array}{l}
\theta_{x}  \tag{3.2.4}\\
\theta_{y} \\
\theta_{z}
\end{array}\right]=\left[\begin{array}{l}
P_{i x} \\
P_{i y} \\
P_{i z}
\end{array}\right]+\left[\begin{array}{c}
\frac{a_{y} \cdot T^{2}}{2} \\
\frac{a_{y} \cdot T^{2}}{2} \\
\frac{\mathrm{a}_{i} \cdot T^{2}}{2}
\end{array}\right]
$$

9. $[\theta]$ is then commanded to the ROBOTIS Position Controller which takes the link-4 to a new position vector, $\left[P_{\text {new }}\right]$.
10. $\left[P_{i}\right]$ is then updated as $\left[P_{\text {new }}\right]$ and the next iteration of the control loop begins.
11. These iterations then continue until, $[E]>[$ Tolerance $]$ where;
$[$ Tolerance $]=\left[\begin{array}{c}0.01 \mathrm{rad} \\ 0.01 \mathrm{rad} \\ 0.01 \mathrm{rad}\end{array}\right]$

The Python program for this implementation has been appended in AppendixA.

### 3.3 Summary

We have explained various implementations done throughout the course of this project and their mathematical background. We shall discuss our results in the forthcoming section

## CHAPTER 4 <br> RESULT ANALYSIS

In this chapter, we first present our simulation along with a detailed discussion on the various ROS nodes involved, their topics and messages being relayed. These messages are responsible for conveying user instructions to the URDF file which then changes the robot position/state as commanded.

### 4.1 The Simulation

In this section, we showcase the process adopted and the outcome of simulating the Open Manipulator's CAD model in GAZEBO so that it behaves exactly as it would in a real world scenario. We also discuss the various nodes we will be launching and the topics, they will be communicating upon. All these simulations were executed on a ROS Kinetic+Ubuntu 16.04 environment with all Open Manipulator dependencies setup as per requirements.

### 4.1.1 Launch File

4.1.1.1 Starting the ROS core: The ROS core serves as the central hub with multiple ports that allows other nodes to communicate via its services using a request and acknowledge mechanism. In figure 4.1. We have shown Terminal-launch of the ROS core.


Figure 4.1: The ROS (kinetic) core started in Terminal.

### 4.2.1.2 Launching the Gazebo Simulation



Figure 4.2: This figure illustrates the commands executed for launching the Gazebo Simulation of the Open Manipulator -X while spawning it using its URDF file.


Figure 4.3: This figure illustrates the Gazebo environment and the Open Manipulator's position in it as per world coordinates.

### 4.1.1.3 Launching the Open_Manipulator_Controller

The Open_Manipulator_Controller (Github link enclosed in 'references' section) is a ROS (python) script that acts as an interface between the Gazebo Simulation and the Command Line application(Terminal in our case) that sends ROS messages (commands) to it.

Since, the controller is intended to relay messages to the simulation and not to the actual platform we have already set the "use_platform" qualifier to "false" in Launch File.


Figure 4.4: Run Time View of The launched Open_Manipulator_Controller package in terminal


Figure 4.5: This figure show the modification, we have made to the open_manipulator_controller's launch file.
This modification enables the controller to relay messages to the simulation

### 4.1.1.4 The open_manipulator_control_gui

This is a GUI tool that allows us to command task-space and joint space coordinates as well as angles to the manipulator and its simulation. This gets reflected in the simulation in real time. The GUI also provides ROS services to guage feedback in real-time.


Figure. 4.6: Terminal Window depicting the launched GUI Controller node.


Figure. 4.7: We illustrate the GUI controller, its interface, and the type of ROS messages it relays in this figure.


Figure 4.8: rqt_graph depicting the various ROS nodes, their topics and messages being relayed in the simulation

The nodes "/gazebo_manipulator", "/gazebo_gui" and, "/open_manipulator" depict the realworld OpenCR \{U2D2 Controller of the manipulator\}, The GUI controller and, the simulation object in the Gazebo environment. The significance of each topic is explained as follows:
i. /Open_manipulator/joint_states: Commands on this topic are used to control the motion of each individual link in the Open Manipulator.
ii. /Open_manipulator/Gripper_position/command: This topic relays commands that open or close the gripper.
iii. /Open_manipulator/states/: Controls the coordinates of the base of the manipulator in the simulation environment
iv. Other topics are essential for behind-the-scenes operations that are handled by ROS.

### 4.1.3 Running the simulation

The following figure shows a running simulation wherein messages are being published through the GUI controller and is being realized by the simulated manipulator. This simulation was executed on Lab PC.


Figure 4.9: The GUI control running in Simulation

### 4.2. Tele-Operation

In this section, present a simulation scenario in which we control motion of the Open Manipulator's end-effector along specific directions using standard keyboard commands. The ROS node/topic structure for this simulation has already been discussed in section 3.2.3. The following figure shows the running simulation:


Fig. 4.10.: Run-time view of the Tele-Operation Implementation in Gazebo

It is evident in the above snapshot that the simulation is responding to specific commands given via keyboard. Commands for performing different operations can also be seen I the figure.

### 4.3. Performance Analysis of the Torque based position controller

Having provided a detailed analysis of the controller's conceptualization and mathematical formulation in section 3.3, we present an analysis of its performance in simulation in this section.

### 4.3.1 The Output

The following image shows a run-time view of Torque based Position Controller in Terminal and Gazebo:


Fig. 4.11: Run-time view of the Torque-Based Position Controller (Realised as per ).
The above output was recorded for $\{\mathrm{Kp}=\mathrm{Kd}=1 \mathrm{e}-(05)\}$. These values were optimized empirically based on the output plots and their stability analysis. In this simulation, the controller accepts position commands from the user, converts it torque commands and realises a position based on it (refer section 3.3.1). The following figure illustrates the architecture of ROS nodes/topics for this simulation:


Fig. 4.12: ROS nodes/topics for the torque based position controller.

Here, /open_manipulator acts as the input node and communicates with simulation (/gazebo) via the services "/open_manipulator/joint4_position/command" and "/open_manipulator/gripper_sub_publisher".

The program for this implementation has been appended in Appendix-A.

### 4.3.2 Performance Analysis of the Controller

The following plots depict the variation in position along different joints with respect to time. These plots represent data recorded for the case shown in Fig. 4.11 that is the commanded positions are as follows:

1. Position along $X$ (Joint-1): 1.0 rad
2. Position along $Y$ (Joint-2): 0.75 rad
3. Position along $Z$ (Joint-3): 0.50 rad


Fig. 4.13: Position along Joint-1 V/S time in seconds


Fig. 4.14. Position along Joint-2 V/S time in seconds


Fig. 4.15. Position along Joint-3 V/S time in seconds

Controller output data for multiple iterations in this test case has been appended in Appendix-B.

In figures 4.13 through 4.15, it can be observed that the realized position controller saturates position along all three joints well within the tolerance bounds of the commanded position. Aside from that, the time-domain response resembles that of an under-damped ( $0<\varepsilon<1$ ) system, thus ensuring that the system's impulse response is absolutely summable and hence making the system BIBO stable.

### 4.4. Summary

To summarise, we have presented all our implementations in this section along with a critical analysis of results.

## CHAPTER 5 <br> CONCLUSION AND FUTURE SCOPE OF WORK

### 5.1 Summary of work done

The following key outcomes have been achieved:
i. We have developed a basic understanding of the Open Manipulator, its supporting software, its forward and inverse kinematics and its dynamics.
ii. We have Implemented standard position control for the Open Manipulator's simulation using the ROBOTIS GUI package
iii. We have Implemented Tele operation of the simulation using Keyboard Commands
iv. We have implemented a Torque Based Position Controller for the simulation and have analysed its performance using its response to control input. The controller performed satisfactorily and was found to be a BIBO stable system.

### 5.2 Future Work

Since, we have achieved all objectives pertaining to software implementation, we aim to concentrate on the hardware implementation of this project in near future. The tasks cut-out shall be:
i. Control of the Open Manipulator(Hardware) using ROS packages
ii. Operating the Dynamixel XM-430 motors in current-control mode
iii. Obtaining Current Feedback from the Dynamixel XM-430 motors
iv. Deploying current feedback based torque controller for each individual joint.

### 5.3 Conclusion

We have successfully demonstrated torque based position control for the Open Manipulator-X in its Gazebo Simulation. The realized system is Stable. Since the Open Manipulator - X is an otherwise position controlled manipulator, hardware implementation of this work would pave way for the implementation of a variety of modern control algorithms on it, thus increasing its utility in industrial automation applications.

## REFERENCES

[1] Automatic Control Systems by B.C. Kuo
[2] http://emanual.robotis.com/docs/en/platform/openmanipulator_x/overview/\#overview [3] http://emanual.robotis.com/docs/en/software/dynamixel/dynamixel_sdk/overview/
[4] http://gazebosim.org/tutorials
[5] http://www.robotis.us/dynamixel-xm430-w350-r/
[6] http://wiki.ros.org/ROS/Tutorials
[7] Introduction to Robotics by John J. Craig
[8] O. Khatib, P. Thaulad, Taizo Yoshikawa and J. Park, "Torque-position transformer for task control of position controlled robots," 2008 IEEE International Conference on Robotics and Automation, Pasadena, CA, 2008, pp. 1729-1734.
[9] Ricardo P. Aguilera et al, Control of Power Electronic Components and Systems, 2018 [10] http://wiki.ros.org/

## APPENDIX - A

The Python Program for implementation of Torque Based Position Control on the Open Manipulator's Gazebo simulation is given as below:
import numpy as np
from math import exp, expm1
import matplotlib as plt
import csv
import rospy
import sys
from open_manipulator_msgs.srv import SetJointPosition, SetJointPositionRequest
rospy.init_node('service_set_joint_position_client')
rospy.wait_for_service('/open_manipulator/goal_joint_space_path')
goal_joint_space_path_service_client =
rospy.ServiceProxy('/open_manipulator/goal_joint_space_path', SetJointPosition)
goal_joint_space_path_request_object = SetJointPositionRequest()
pos_prev $=$ np.array $([[0.0],[0.0],[0.0]])$
pos_new $=$ np.array([[0.0],[0.0],[0.0]])
error $=$ np.array $([[100.0],[100.0],[100.0]])$
inertia $=$ np.array $([[3.0654178 \mathrm{e}-05,-1.2764155 \mathrm{e}-06,-2.6874417 \mathrm{e}-07],[0,2.4230292 \mathrm{e}-04$, 1.1559550e-08],[0, 0, 2.5155057e-04]])
inertia_inv = np.linalg.inv(inertia)
cycleTime $=0.01$
$\mathrm{kp}=1 \mathrm{e}-05$
$\mathrm{kd}=1 \mathrm{e}-05$
time $=0.0$
$\mathrm{x}=$ raw_input("enter desired position for link 4 along $\mathrm{X}: \quad$ ")
y = raw_input("enter desired position for link 4 along Y: ")
z = raw_input("enter desired position for link 4 along Z: ")
pos_x $=$ float $(\mathrm{x})$
pos_y = float(y)
pos_z $=$ float(z)
pos_desired $=n p . \operatorname{array}\left(\left[\left[\operatorname{pos} \_x\right],[\operatorname{pos} y],[\operatorname{pos} z]\right]\right)$
position $\mathrm{X}=0.0$
positionY $=0.0$
positionZ $=0.0$
with open('error.csv', 'w') as f:
fieldnames = ['timestamp','ex','ey','ez','positionX', 'positionY', 'positionZ']
theWriter $=\operatorname{csv} . \operatorname{DictWriter}(f$, fieldnames $=$ fieldnames $)$
theWriter.writeheader()
while $(\operatorname{abs}(\operatorname{errror}[0])>=0.01$ or abs $(\operatorname{error}[1])>=0.01$ or $\operatorname{abs}(\operatorname{error}[2])>=0.01)$ :
ex $=$ float $($ error $[0])$
ey $=$ float $($ error [1])
ez = float(error[2])
positionX = float(pos_prev[0])
positionY = float(pos_prev[1])
positionZ = float(pos_prev[2])
theWriter.writerow(\{'timestamp': time,'ex': ex, 'ey': ey, 'ez' : ez, 'positionX':
positionX, 'positionY': positionY, 'positionZ': positionZ\})
error $=$ np.subtract(pos_desired, pos_prev)
torque $=\mathrm{kp} *$ error $+\mathrm{kd} *($ error/cycleTime $)$
alpha $=n p . d o t($ inertia_inv, torque)
pos_new $=$ pos_prev $+($ alpha*cycleTime*cycleTime $) / 2.0$;
pos_prev = pos_new
time $=$ time + cycleTime
print "torque being applied to joint-1= ", float(torque[0])
print "torque being applied to joint-2 2 ", float(torque[1])
print "torque being applied to joint-3= ", float(torque[2])
goal_joint_space_path_request_object.planning_group = 'arm'
goal_joint_space_path_request_object.joint_position.joint_name = ['joint1', 'joint2', 'joint3', 'joint4']
goal_joint_space_path_request_object.joint_position.position $=[$ positionX, positionY, positionZ, 0.0]
goal_joint_space_path_request_object.joint_position.max_accelerations_scaling_factor = 1.0 goal_joint_space_path_request_object.joint_position.max_velocity_scaling_factor $=1.0$ goal_joint_space_path_request_object.path_time $=2.0$
rospy.loginfo("Doing Service Call...")
result = goal_joint_space_path_service_client(goal_joint_space_path_request_object)
print result

## APPENDIX - B

Control Output Data for initial few iterations of the torque based position controller for the test case as discussed in section 4.4.1 is as follows:

Here Position and error are in radians ad time has been recorded in seconds:

| timestamp | error(x) | eroor(y) | error(z) | positionX | positionY | positionZ |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 0 | 100 | 100 | 100 | 0 | 0 | 0 |
| 0.01 | 1 | 0.2 | 0.4 | 0.00165 | 4.17E-05 | $8.03 \mathrm{E}-05$ |
| 0.02 | 0.99835 | 0.199958 | 0.39992 | 0.003297 | 8.34E-05 | 0.000161 |
| 0.03 | 0.996703 | 0.199917 | 0.399839 | 0.004941 | 0.000125 | 0.000241 |
| 0.04 | 0.995059 | 0.199875 | 0.399759 | 0.006583 | 0.000167 | 0.000321 |
| 0.05 | 0.993417 | 0.199833 | 0.399679 | 0.008222 | 0.000208 | 0.000401 |
| 0.06 | 0.991778 | 0.199792 | 0.399599 | 0.009858 | 0.00025 | 0.000482 |
| 0.07 | 0.990142 | 0.19975 | 0.399518 | 0.011492 | 0.000292 | 0.000562 |
| 0.08 | 0.988508 | 0.199708 | 0.399438 | 0.013123 | 0.000333 | 0.000642 |
| 0.09 | 0.986877 | 0.199667 | 0.399358 | 0.014751 | 0.000375 | 0.000722 |
| 0.1 | 0.985249 | 0.199625 | 0.399278 | 0.016377 | 0.000416 | 0.000802 |
| 0.11 | 0.983623 | 0.199584 | 0.399198 | 0.018 | 0.000458 | 82 |
| 0.12 | 0.982 | 0.199542 | 0.399118 | 0.01962 | 0.0005 | 0.000963 |
| 0.13 | 0.98038 | 0.1995 | 0.399037 | 0.021237 | 0.000541 | 0.001043 |
| 0.14 | 0.978763 | 0.199459 | 0.398957 | 0.022852 | 0.000583 | 0.001123 |
| 0.15 | 0.977148 | 0.199417 | 0.398877 | 0.024464 | 0.000624 | 0.001203 |
| 0.16 | 0.975536 | 0.199376 | 0.398797 | 0.026074 | 0.000666 | 0.001283 |
| 0.17 | 0.973926 | 0.199334 | 0.398717 | 0.027681 | 0.000707 | 0.001363 |
| 0.18 | 0.972319 | 0.199293 | 0.398637 | 0.029285 | 0.000749 | 0.001443 |
| 0.19 | 0.970715 | 0.199251 | 0.398557 | 0.030887 | 0.00079 | 0.001523 |
| 0.2 | 0.969113 | 0.19921 | 0.398477 | 0.032486 | 0.000832 | 0.001603 |
| 0.21 | 0.967514 | 0.199168 | 0.398397 | 0.034082 | 0.000873 | 0.001683 |
| 0.22 | 0.965918 | 0.199127 | 0.398317 | 0.035676 | 0.000915 | 0.001763 |
| 0.23 | 0.964324 | 0.199085 | 0.398237 | 0.037267 | 0.000956 | 0.001843 |
| 0.24 | 0.962733 | 0.199044 | 0.398157 | 0.038855 | 0.000998 | 0.001923 |
| 0.25 | 0.961145 | 0.199002 | 0.398077 | 0.040441 | 0.001039 | 0.002003 |
| 0.26 | 0.959559 | 0.198961 | 0.397997 | 0.042024 | 0.001081 | 0.002083 |
| 0.27 | 0.957976 | 0.198919 | 0.397917 | 0.043605 | 0.001122 | 0.002163 |
| 0.28 | 0.956395 | 0.198878 | 0.397837 | 0.045183 | 0.001164 | 0.002242 |
| 0.29 | 0.954817 | 0.198836 | 0.397758 | 0.046758 | 0.001205 | 0.002322 |
| 0.3 | 0.953242 | 0.198795 | 0.397678 | 0.048331 | 0.001247 | 0.002402 |
| 0.31 | 0.951669 | 0.198753 | 0.397598 | 0.049901 | 0.001288 | 0.002482 |
| 0.32 | 0.950099 | 0.198712 | 0.397518 | 0.051469 | 0.001329 | 0.002562 |
| 0.33 | 0.948531 | 0.198671 | 0.397438 | 0.053034 | 0.001371 | 0.002641 |
| 0.34 | 0.946966 | 0.198629 | 0.397359 | 0.054596 | 0.001412 | 0.002721 |
| 0.35 | 0.945404 | 0.198588 | 0.397279 | 0.056156 | 0.001454 | 0.002801 |
| 0.36 | 0.943844 | 0.198546 | 0.397199 | 0.057713 | 0.001495 | 0.002881 |


| 0.37 | 0.942287 | 0.198505 | 0.397119 | 0.059268 | 0.001536 | 0.00296 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 0.38 | 0.940732 | 0.198464 | 0.39704 | 0.06082 | 0.001578 | 0.00304 |
| 0.39 | 0.93918 | 0.198422 | 0.3969 | 0.06237 | 0.001619 | 0.00312 |
| 0 | 0.93763 | 0.198381 | 0.3 | 0 | 66 | 32 |
| 0.41 | 0.936083 | 0.19834 | 0.3968 | 0.065462 | 0.001702 | 0.03279 |
| 0.42 | 0.934538 | 0.198298 | 0.396721 | 0.067004 | 0.001743 | 0.003359 |
| 0.43 | 0.932996 | 0.198257 | 0.39664 | 0.068543 | 0.001784 | 0.003438 |
| 0.44 | 0.931457 | 0.198216 | 0. | 0.07008 | 0.001826 | 18 |
| 0.45 | 0.92992 | 0.198174 | 0.396482 | 0.071614 | 0.001867 | 88 |
| 0.46 | 0.928386 | 0.198133 | 0.396402 | 0.073146 | 0.001908 | 0.003677 |
| 0.47 | 0.926854 | 0.198092 | 0.396323 | 0.074676 | 0.00195 | 0.003757 |
| 0.48 | 0.925324 | 0.19805 | 0. | 0.076202 | 0.001991 | 836 |
| 0.49 | 0.923798 | 0.198009 | 0. | 0.077727 | 0.002032 | 16 |
| 0.5 | 0.922273 | 0.197968 | 0.39608 | 0.079248 | 0.002073 | 0.003995 |
| 0.51 | 0.920752 | 0.197927 | 0.396005 | 0.080768 | 0.002115 | 0.004075 |
| 0.52 | 0.919232 | 0.197885 | 0. | 0. | 0.002156 | 54 |
| 0.53 | 0.9 | 0.197844 | 0. | 0. | 0.002197 | 3 |
| 0.54 | 0.916201 | 0.197803 | 0.39576 | 0.085311 | 0.002238 | 0.004313 |
| 0.55 | 0.914689 | 0.197762 | 0.395687 | 0.08682 | 0.00228 | 0.004393 |
| 0.56 | 0.91318 | 0.19772 | 0.395607 | 0.088327 | 0.002321 | 0.004472 |
| 0.57 | 0.9 | 0.197679 | 0. | 0. | 0.002362 | 52 |
| 0.58 | 0.910169 | 0.197638 | 0. | 0.091333 | 0.002403 | 0.004631 |
| 0.59 | 0.908667 | 0.197597 | 0.395369 | 0.092832 | 0.002444 | 0.00471 |
| 0.6 | 0.907168 | 0.197556 | 0.3952 | 0.094329 | 0.002485 | 0.00479 |
| 0.61 | 0.90567 | 0.197515 | 0. | 0. | 0.002527 | 0.004869 |
| 0.62 | 0.90417 | 0.197473 | 0. | 0. | 0.002568 | 0.004948 |
| 0.63 | 0.902685 | 0.197432 | 0.395052 | 0.098805 | 0.002609 | 0.005028 |
| 0.64 | 0.901195 | 0.197391 | 0.39497 | 0.100292 | 0.00265 | 0.005107 |
| 0.65 | 0.899708 | 0.19735 | 0.39489 | 0.101777 | 0.002691 | 0.005186 |
| 0.66 | 0.898223 | 0.197309 | 0.39481 | 0.103259 | 0.002732 | 0.005265 |
| 0.67 | 0.896741 | 0.197268 | 0.394735 | 0.104738 | 0.002773 | 0.005345 |
| 0.68 | 0.895262 | 0.197227 | 0.394655 | 0.106216 | 0.002815 | 0.005424 |
| 0.69 | 0.893784 | 0.197185 | 0.394576 | 0.10769 | 0.002856 | 0.005503 |
| 0.7 | 0.89231 | 0.197144 | 0.394497 | 0.109163 | 0.002897 | 0.005582 |
| 0.71 | 0.890837 | 0.197103 | 0.394418 | 0.110633 | 0.002938 | 0.005662 |
| 0.72 | 0.889367 | 0.197062 | 0.394338 | 0.1121 | 0.002979 | 0.005741 |
| 0.73 | 0.8879 | 0.197021 | 0.394259 | 0.113566 | 0.00302 | 0.00582 |
| 0.74 | 0.886434 | 0.19698 | 0.39418 | 0.115028 | 0.003061 | 0.005899 |
| 0.75 | 0.884972 | 0.196939 | 0.394101 | 0.116489 | 0.003102 | 0.005978 |
| 0.76 | 0.883511 | 0.196898 | 0.394022 | 0.117946 | 0.003143 | 0.006057 |
| 0.77 | 0.882054 | 0.196857 | 0.393943 | 0.119402 | 0.003184 | 0.006136 |
| 0.78 | 0.880598 | 0.196816 | 0.393864 | 0.120855 | 0.003225 | 0.006215 |
| 0.79 | 0.879145 | 0.196775 | 0.393785 | 0.122306 | 0.003266 | 0.006294 |
| 0.8 | 0.877694 | 0.196734 | 0.393706 | 0.123754 | 0.003307 | 0.006373 |
| 0.81 | 0.876246 | 0.196693 | 0.393627 | 0.1252 | 0.003348 | 0.006453 |
| 0.82 | 0.8748 | 0.196652 | 0.393547 | 0.126644 | 0.003389 | 0.006532 |


| 0.83 | 0.873356 | 0.196611 | 0.393468 | 0.128085 | 0.00343 | 0.00661 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 0.84 | 0.871915 | 0.19657 | 0.39339 | 0.129524 | 0.003471 | 0.006689 |
| 0.85 | 0.870476 | 0.196529 | 0.393311 | 0.13096 | 0.003512 | 0.006768 |
| 0.86 | 0.86904 | 0.196488 | 0.393232 | 0.132394 | 0.003553 | 0.006847 |
| 0.87 | 0.867606 | 0.196447 | 0.3 | 0.133826 | 0.003594 | 26 |
| 0.88 | 0.866174 | 0.196406 | 0.39 | 0.135255 | 0.003635 | 0.007005 |
| 0.89 | 0.864745 | 0.196365 | 0.392995 | 0.136682 | 0.003676 | 0.007084 |
| 0.9 | 0.863318 | 0.196324 | 0.392916 | 0.138107 | 0.003717 | 0.007163 |
| 0.91 | 0.861893 | 0.196283 | 0.3 | 0.139529 | 0.003757 | 42 |
| 0.92 | 0.860471 | 0.196243 | 0.392758 | 0.140949 | 0.003798 | 21 |
| 0.93 | 0.859051 | 0.196202 | 0.392679 | 0.142367 | 0.003839 | 0.0074 |
| 0.94 | 0.857633 | 0.196161 | 0.3926 | 0.143782 | 0.00388 | 0.007478 |
| 0.95 | 0.856218 | 12 | 0.3 | 0.145195 | 0.003921 | 0.007557 |
| 0.96 | 0.854805 | 0.196079 | 0. | 0.146605 | 0.003962 | 36 |
| 0.97 | 0.853395 | 0.196038 | 0.39236 | 0.148014 | 0.004003 | 0.007715 |
| 0.98 | 0.851986 | 0.195997 | 0.392285 | 0.14942 | 0.004044 | 0.007793 |
| 0.99 | 0.85058 | 0.195956 | 0.3 | 0.150823 | 0.004084 | 0.007872 |
| 1 | 0.8 | 0.195916 | 0. | 0.152225 | 0.004125 | 1 |
| 1.01 | 0.847775 | 0.195875 | 0.39204 | 0.153624 | 0.004166 | 0.00803 |
| 1.02 | 0.846376 | 0.195834 | 0.39197 | 0.15502 | 0.004207 | 0.008108 |
| 1.03 | 0.84498 | 0.195793 | 0.391892 | 0.156415 | 0.004248 | 0.008187 |
| 1.0 | 0.843585 | 0.195752 | 0. | 0 | 0.004288 | 66 |
| 1.05 | 0.842193 | 0.195712 | 0.39173 | 0.159197 | 0.004329 | 0.008344 |
| 1.06 | 0.840803 | 0.195671 | 0.391656 | 0.160584 | 0.00437 | 0.008423 |
| 1.07 | 0.839416 | 0.19563 | 0.391577 | 0.161969 | 0.004411 | 0.008502 |
| 1.08 | 0.83803 | 0.195589 | 0.3 | 0.163352 | 0.0 | 00858 |
| 1.09 | 0.836648 | 0.195548 | 0.3914 | 0.164733 | 0.004492 | 0.008659 |
| 1.1 | 0.835267 | 0.195508 | 0.391341 | 0.166112 | 0.004533 | 0.008737 |
| 1.11 | 0.833888 | 0.195467 | 0.391263 | 0.167488 | 0.004574 | 0.008816 |
| 1.12 | 0.832512 | 0.195426 | 0.39118 | 0.168862 | 0.004615 | 0.008894 |
| 1.13 | 0.831138 | 0.195385 | 0.391106 | 0.170233 | 0.004655 | 0.008973 |
| 1.14 | 0.829767 | 0.195345 | 0.391027 | 0.171603 | 0.004696 | 0.009051 |
| 1.15 | 0.828397 | 0.195304 | 0.390949 | 0.17297 | 0.004737 | 0.00913 |
| 1.16 | 0.82703 | 0.195263 | 0.39087 | 0.174334 | 0.004777 | 0.009208 |
| 1.17 | 0.825666 | 0.195223 | 0.390792 | 0.175697 | 0.004818 | 0.009287 |
| 1.18 | 0.824303 | 0.195182 | 0.390713 | 0.177057 | 0.004859 | 0.009365 |
| 1.19 | 0.822943 | 0.195141 | 0.390635 | 0.178416 | 0.004899 | 0.009444 |
| 1.2 | 0.821584 | 0.195101 | 0.390556 | 0.179771 | 0.00494 | 0.009522 |
| 1.21 | 0.820229 | 0.19506 | 0.390478 | 0.181125 | 0.004981 | 0.0096 |
| 1.22 | 0.818875 | 0.195019 | 0.3904 | 0.182476 | 0.005021 | 0.009679 |
| 1.23 | 0.817524 | 0.194979 | 0.390321 | 0.183826 | 0.005062 | 0.009757 |
| 1.24 | 0.816174 | 0.194938 | 0.390243 | 0.185173 | 0.005103 | 0.009835 |
| 1.25 | 0.814827 | 0.194897 | 0.390165 | 0.186517 | 0.005143 | 0.009914 |
| 1.26 | 0.813483 | 0.194857 | 0.390086 | 0.18786 | 0.005184 | 0.009992 |
| 1.27 | 0.81214 | 0.194816 | 0.390008 | 0.1892 | 0.005224 | 0.01007 |
| 1.28 | 0.8108 | 0.194776 | 0.38993 | 0.190538 | 0.005265 | 0.010149 |


|  | 0.809462 | 0.194735 | 0.389851 | 0.191874 | 0.005306 |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | 0. | 0.194694 |  |  |  |  |
|  | 0.806 |  |  |  |  |  |
|  | 0.80 | 0. |  |  |  |  |
|  | 0.804131 |  |  |  |  |  |
|  | 0. |  |  |  |  |  |
|  | 0.8 |  | 0. |  |  |  |
|  | 0.8 |  | 0. | 0.201164 | 0. |  |
|  | 0. |  | 0.389226 |  | 0.00563 |  |
|  | 0.797518 |  | 0.389147 |  | 0.00567 |  |
| 1.39 | 0. |  | 0.389069 |  | 0.005711 |  |
|  | 0.7 | 0.1 |  |  | 0. |  |
|  | 0. |  | 0.388913 |  | 0.005792 |  |
|  | 0 | 0.194208 | 0.388835 | 0.209042 | 0.005832 |  |
|  | 0. |  |  |  | 0.005873 |  |
|  | 0.7 |  | 0. |  | 0. |  |
|  | 0.78835 |  |  |  |  |  |
|  | 0. | 0.194046 | 0.388523 |  | 0.005994 |  |
|  | 0.78575 | 0.194006 |  |  | 0.006035 |  |
|  | 0.7 |  |  |  | 0.0 |  |
|  |  |  |  |  | 0.006115 |  |
|  | 0. | 0.193885 | 0.388211 | 0.219425 | 0.006156 |  |
|  | 0. | 0.193844 | 0.388133 |  | 0.006196 |  |
|  | 0. |  | 0. |  | 0.0 |  |
|  |  |  | 0.387977 |  | 0.006277 |  |
|  |  | 0 | 0 |  | 0.006317 |  |
|  | 0. | 0 | 0.387822 |  | 0.006358 |  |
| 1 | 0. |  |  |  | 0 |  |
|  |  |  |  |  | O |  |
| 1. | 0. | 0. | 0. |  | 0.006479 |  |
| 1. | 0. | 0. | 0.38751 | 0 | 0.006519 |  |
|  | 0. |  |  | 0 | 0 |  |
|  | 0.7 |  |  |  | 0.0066 |  |
|  |  |  |  |  | 0.00 |  |
|  | 0.7 | 0.19336 | 0. | 0. | 0.00 |  |
|  | 0. | 0. |  | 0. | 0. |  |
| 1.65 | 0.7 | 0.193 | 0. | 0.238528 | 0.006 |  |
|  | 0.7 | 0.1 | 0.3 | 0. | 0.006 |  |
|  | 0.7 | 0.1 | 0.386 | 0.241039 | 0.0068 | 0.013189 |
| 1.68 | 0. | 0. | 0. | 0.242292 | 0. |  |
| 1.69 | 0.757 | 0.193 | 0. | 0.243543 | 0.006 |  |
| 1.7 | 0.75645 | 0.1930 | 0.38665 | 0. | 0.00696 | 1 |
| 1.71 | 0.755209 | 0.193038 | 0.386578 | 0.246038 | 0.007002 | 0.0135 |
| 1.72 | 0.753962 | 0.192998 | 0.3865 | 0.247282 | 0.007043 | 0.01 |
| 1.73 | 0.752718 | 0.192957 | 0.386422 | 0.248525 | 0.007083 | 0.01 |
| 1.74 | 0.751475 | 0.192917 | 0.386345 | 0.249765 | 0.007 | 0.013 |


|  | 0.750235 | 0.19287 | 267 |  |  | 0.0138 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 1.76 | 0.748997 | 0.192837 | 0.38619 | 0.25224 | 3 | 0.0138 |
|  | 0.74776 |  | 0.386112 |  |  |  |
|  | 0.74652 |  |  |  |  |  |
| . 7 | 0.74529 | 0. | 0. |  | - |  |
| 1.8 |  |  |  |  |  |  |
|  | 0.742836 | 0.192636 | 0.385802 |  |  |  |
|  | 0.74161 | 0. | 0. | 0.25961 |  |  |
|  | 0.7 | 0.1 | 0. | 0.2 | 0.007485 |  |
|  | 0.7 | 0. |  | 0.262057 | 5 |  |
| 1.85 | 0.737943 | 0.192475 | 0.385493 | 0.263275 | 0.007565 |  |
| 1.86 | 0. | 0. | 0. | 0.264491 | 5 |  |
| 1.87 | 0.735 | 0.19 | 0.38 |  | 0.007645 |  |
| 88 | 0.7 | 0.1 | 0.38526 | 0.266917 | 5 |  |
| 1.89 | 0.733083 | 0.192315 | 0.385183 | 0.268 | 0.007725 |  |
| 1.9 | 0.731873 | 0.192275 | 0.385106 | 0.269335 | 5 |  |
| 1.91 | 0.730 | 0.1 | 0.3 |  | 0.007805 |  |
|  | 0.7 |  |  |  | 0.007845 |  |
| 1.93 | 0.7 | 0. | 0.384874 | 0.2729 | 5 |  |
|  | 0 | 0.192115 | 0.384797 |  | 5 |  |
| 1.95 | 0. | 0 | 0.384719 |  | 0.007965 |  |
| 1.96 | 0.7 |  |  |  | 0.008005 |  |
| 7 | 0.7 | 0. | 0.384565 | 0.277736 | 5 |  |
| 1.98 | 0. | 0 |  | 0.278928 | 5 |  |
| 1.99 | 0. | 0. |  | 0.280118 | 0.008125 |  |
| 2 | 0.7 |  |  | 0. | 0.008165 |  |
| 01 | 0.7 | 0. | 0. | 0.282493 | 5 |  |
| 2.02 | 0. | 0. | 0.384179 | 0 | 5 |  |
| 3 | 0.7 | 0. | 0.384102 | 0. | 0.008285 |  |
|  | 0.7 | 0.1 | 0. | 0.28 | 0.008325 |  |
| 5 | 0.7139 | 0. | 0.383948 | 0. | 0.008365 |  |
| 2.06 | 0.7 | 0. | 0. | 0 | 5 |  |
| 2.07 | 0.711 | 0. | 0. | 0 | 0.008445 | 0.016283 |
| 2.08 | 0.7 | 0. | 0. | 0 | 0.008485 |  |
| 2.09 | 0.70925 | 0.1 | 0.38364 | 0.2 | 0.008525 |  |
| 2. | 0.70808 | 0.1 | 0. | 0.293 | 0.008565 |  |
|  | 0.70691 | 0.1 | 0. | 0.294 | 0.008605 |  |
| 2.12 | 0.705 | 0. | 0.383409 | 0.295 | 0.008645 |  |
| 3 | 0.7045 | 0.1 | 0.3 | 0. | 0.008684 |  |
|  | 0.70342 | 0.191316 | 0.38 | 0.29773 | 0.008724 |  |
| 2.15 | 0.70226 | 0.1 | 0.38317 | 0.29889 | 0.008764 |  |
| 2.16 | 0.7011 | 0.1 | 0.38310 | 0.300055 | 0.008804 |  |
| 2.17 | 0.69994 | 0.191196 | 0.38302 | 0.301 | 0.008844 | 0.017053 |
| 2.18 | 0.69879 | 0.191156 | 0.382947 | 0.302364 | 0.008884 |  |
| 2.19 | 0.697636 | 0.191116 | 0.38287 | 0.303515 | 0.008924 | 0.0 |
| 2.2 | 0.696485 | 0.191076 | 0.382793 | 0.304665 | 0.008963 | 0.017 |


|  | 0.69533 | 0.19103 | 0.382716 | 0.305813 | 0.009003 | 0.017361 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 2.22 | 0.69418 | 0.19099 | 0.382639 | 0.306959 | ,009 |  |
| 2.23 | 0.693041 | 0.190957 | 0.382563 | 0.308103 | 0.009083 |  |
|  | 0.691897 | 0.19091 | 0.382486 | 0 | 3 |  |
| 2.25 | 0.6 | 0.190877 | 0. |  | 0.009162 |  |
|  | 0.6 | 0. | 0.382332 |  | 0.009202 |  |
|  | 0.688476 |  |  |  | 0.009242 |  |
| 2.28 |  |  |  |  | 0.009282 |  |
| 2.29 | 0.68 | 0. | 0. |  | 0.009321 |  |
| 2.3 | 0.6 | 0 | 0.382025 | 0.316059 | 0.009361 |  |
|  | 0.6839 | 0.190639 | 0.381949 | 0.317188 | 0.009401 |  |
| 2.32 | 0. | 0 | 0.381872 | 0.318315 | 0.009441 |  |
| 33 | 0.68168 | 0.19055 |  |  | . 00948 |  |
| 2.34 | 0.6 | 0.19052 | 0.381719 | 0. | 2 |  |
| 2.35 | 0. | 0.19048 | 0.381642 | 0.321685 | 0.00956 |  |
| 2.36 | 0. | 0.19044 |  | 0.322805 | 0.009599 |  |
| 2.37 | 0.6 | 0.1 | 0.381489 | 0. | 0.009639 |  |
| . 38 |  |  |  | 0. | 9 |  |
| 2.3 | 0 | 0.190321 |  | 0.326153 | 0.009718 |  |
| 2.4 | 0 | 0.190282 | 0.381259 | 0.3 | 0.009758 |  |
| 2.41 | 0. | 0. | 0. | 0 | 0.009798 |  |
|  | 0.6 |  |  |  | 0.009837 |  |
| 2.43 | 0.6 | 0.190163 |  | 0.330592 | 0.009877 | 7 |
|  | 0. | 0. | - | 0. | 0.009917 | 0.019123 |
| 2.45 | 0.668 | 0. | 0. | 0. | 0.009956 |  |
| 2.46 | 0.6 | 0. |  | 0.33 | 0.009996 |  |
| 2.47 | 0.666 | 0. | 0. | 0 | 0.010035 | 0.019353 |
| 2.48 | 0.6 | 0. | 0.380647 | 0 | 0.010075 |  |
| 9 | 0.6 | 0. | - | 0. | 0.010115 |  |
| 2.5 | 0.6628 | 0.1898 | 0.380494 | 0.33 | 0.010154 |  |
| 2.51 | 0.6 | 0.1 | 0.380418 | 0. | 0.010194 |  |
| 2.52 | 0.6606 | 0. | 0.380342 | 0. | 0.010233 |  |
| 2.53 | 0.6 | 0. | 0. | 0. | 0. |  |
| 2.54 | 0.658 | 0.18972 | 0.380189 | 0.342 | 0.010312 |  |
| 2.55 | 0.657 | 0.18968 | 0.380113 | 0. | 0.010352 | 0.019964 |
| 6 | 0.656 | 0.189 | 0.380036 | 0. | 0.010391 |  |
| 2.57 | 0.6 | 0. | 0. | 0. | 0.01 |  |
| 2.58 | 0.654 | 0.18956 | 0.379884 | 0. | 0.01047 | 0. |
| 2.59 | 0.65302 | 0.1895 | 0.379808 | 0.3480 | 0. | 0. |
| 2.6 | 0.65194 | 0.18949 | 0.3 | 0.34913 | 0.010549 | 0.02 |
| 2.61 | 0.650 | 0.189 | 0. | 0.3502 | 0.010589 | 0.020421 |
| 2 | 0.64979 | 0.1894 | 0.379579 | 0.35128 | 0.010628 | 0.0 |
| 2.63 | 0.648719 | 0.189372 | 0.379503 | 0.35235 | 0.010668 | 0.020574 |
| 2.64 | 0.647648 | 0.189332 | 0.379426 | 0.353421 | 0.010707 | 0.02065 |
| 2.65 | 0.646579 | 0.189293 | 0.37935 | 0.354488 | 0.010747 | 0.02 |
| 2.66 | 0.645512 | 0.189253 | 0.379274 | 0.35555 | 0.010786 | 0.020802 |


| 2.67 | 0.644446 | 0.189214 | 0.379198 | 0.356618 | 0.010826 | 0.020878 |
| ---: | ---: | ---: | ---: | ---: | ---: | ---: |
| 2.68 | 0.643382 | 0.189174 | 0.379122 | 0.35768 | 0.010865 | 0.020954 |
| 2.69 | 0.64232 | 0.189135 | 0.379046 | 0.358741 | 0.010904 | 0.02103 |
| 2.7 | 0.641259 | 0.189096 | 0.37897 | 0.3598 | 0.010944 | 0.021106 |
| 2.71 | 0.6402 | 0.189056 | 0.378894 | 0.360857 | 0.010983 | 0.021183 |
| 2.72 | 0.639143 | 0.189017 | 0.378817 | 0.361912 | 0.011023 | 0.021259 |
| 2.73 | 0.638088 | 0.188977 | 0.378741 | 0.362965 | 0.011062 | 0.021335 |
| 2.74 | 0.637035 | 0.188938 | 0.378665 | 0.364017 | 0.011101 | 0.021411 |
| 2.75 | 0.635983 | 0.188899 | 0.378589 | 0.365067 | 0.011141 | 0.021487 |
| 2.76 | 0.634933 | 0.188859 | 0.378513 | 0.366115 | 0.01118 | 0.021563 |
| 2.77 | 0.633885 | 0.18882 | 0.378437 | 0.367162 | 0.011219 | 0.021639 |
| 2.78 | 0.632838 | 0.188781 | 0.378361 | 0.368207 | 0.011259 | 0.021715 |
| 2.79 | 0.631793 | 0.188741 | 0.378285 | 0.36925 | 0.011298 | 0.02179 |
| 2.8 | 0.63075 | 0.188702 | 0.37821 | 0.370291 | 0.011337 | 0.021866 |
| 2.81 | 0.629709 | 0.188663 | 0.378134 | 0.371331 | 0.011377 | 0.021942 |
| 2.82 | 0.628669 | 0.188623 | 0.378058 | 0.372369 | 0.011416 | 0.022018 |
| 2.83 | 0.627631 | 0.188584 | 0.377982 | 0.373405 | 0.011455 | 0.022094 |
| 2.84 | 0.626595 | 0.188545 | 0.377906 | 0.37444 | 0.011495 | 0.02217 |
| 2.85 | 0.62556 | 0.188505 | 0.37783 | 0.375473 | 0.011534 | 0.022246 |
| 2.86 | 0.624527 | 0.188466 | 0.377754 | 0.376504 | 0.011573 | 0.022322 |
| 2.87 | 0.623496 | 0.188427 | 0.377678 | 0.377533 | 0.011612 | 0.022397 |
| 2.88 | 0.622467 | 0.188388 | 0.377603 | 0.378561 | 0.011652 | 0.022473 |
| 2.89 | 0.621439 | 0.188348 | 0.377527 | 0.379587 | 0.011691 | 0.022549 |
| 2.9 | 0.620413 | 0.188309 | 0.377451 | 0.380611 | 0.01173 | 0.022625 |
| 2.91 | 0.619389 | 0.18827 | 0.377375 | 0.381634 | 0.011769 | 0.022701 |
| 2.92 | 0.618366 | 0.188231 | 0.377299 | 0.382655 | 0.011809 | 0.022776 |
| 2.93 | 0.617345 | 0.188191 | 0.377224 | 0.383674 | 0.011848 | 0.022852 |
| 2.94 | 0.616326 | 0.188152 | 0.377148 | 0.384692 | 0.011887 | 0.022928 |
| 2.95 | 0.615308 | 0.188113 | 0.377072 | 0.385708 | 0.011926 | 0.023003 |
| 2.96 | 0.614292 | 0.188074 | 0.376997 | 0.386722 | 0.011966 | 0.023079 |
| 2.97 | 0.613278 | 0.188034 | 0.376921 | 0.387735 | 0.012005 | 0.023155 |
| 2.98 | 0.612265 | 0.187995 | 0.376845 | 0.388746 | 0.012044 | 0.023231 |
|  |  | 0.3 |  |  |  |  |
| 2 |  |  |  |  |  |  |

Although, we have presented data only for 300 iterations, the control loop was executed for 18,375 iterations for the test-case discussed in section 4.4.1.

